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ABSTRACT

Code smells in a program represent indications of structural quality problems, which can be addressed by software refactoring. However, refactoring intends to achieve different goals in practice, and its application may not always reduce smelly structures. Developers may neglect or end up creating new code smells through refactoring. Unfortunately, little has been reported about the beneficial and harmful effects of refactoring on code smells. This paper reports a longitudinal study intended to address this gap. We analyze how often commonly-used refactoring types affect the density of 13 types of code smells along the version histories of 23 projects. Our findings are based on the analysis of 16,566 refactorings distributed in 10 different types. Even though 79.4% of the refactorings touched smelly elements, 57.0% did not reduce their occurrences. Surprisingly, only 9.7% of refactorings removed smells, while 33.3% induced the introduction of new ones. More than 95% of such refactoring-induced smells were not removed in successive commits, which suggest refactorings tend to more frequently introduce long-living smells instead of eliminating existing ones. We also characterized and quantified typical refactoring-smell patterns, and observed that harmful patterns are frequent, including: (i) approximately 30% of the \textit{Move Method} and \textit{Pull Up Method} refactorings induced the emergence of \textit{God Class}, and (ii) the \textit{Extract Superclass} refactoring creates the smell \textit{Speculative Generality} in 68% of the cases.
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1 INTRODUCTION

Code smells represent indications of software structural problems in a program [8]. Several types of code smells are recognized as critical by software developers [25, 36]. Examples of such smell types include \textit{God Class}, \textit{Long Method} and \textit{Speculative Generality} [17, 25, 36]. Thus, code smells may suggest structures in the source code that require refactoring [8]. Refactoring is a common practice employed by practitioners along software maintenance [22, 29]. Refactoring is a program transformation used for improving the structure of a program while preserving its observable behavior [8]. Examples of commonly applied types of refactoring involve [22]: (i) restructuring or moving class members, such as \textit{Extract Methods}, \textit{Move Method} and \textit{Pull Up Method}, and (ii) extracting new elements, such as \textit{Extract Superclass} and \textit{Extract Interface}.

The goals of refactoring widely vary in practice [3, 14, 27]. Refactoring goals include combating design degradation, reducing maintenance effort, and facilitating feature additions or bug fixes [3, 14, 27]. In order to achieve these goals, developers apply two tactics during refactoring [22], namely \textit{root-canal refactoring} and \textit{floss refactoring}. Root-canal refactoring is used for strictly improving the source code structure and consists of pure refactoring. Floss refactoring consists of refactoring the code together with non-structural changes as a means to reach other goals, such as adding features or removing bugs.

Independently of refactoring tactic employed, the increase of code smells in a program is harmful. The increased density of code smells often relates to design degradation [17, 19, 24, 34], fault proneness [13, 26], and higher maintenance effort [9, 35]. However, as floss refactoring is often applied [22], developers may often end up introducing, rather than reducing, code smells. Even in situations...
where root-canal refactorings are performed, developers may either fail to remove a smell or introduce new ones.

Unfortunately, the impact of refactoring on smells is rarely investigated in depth. To the best of our knowledge, there is no study that thoroughly characterizes both positive and negative effects of refactoring on code smells. Only recently, Bavota et al. [3] performed a study aiming to investigate if refactoring tends to remove code smells in the context of some major versions of only three software projects. However, they could not reveal to what extent and which types of refactorings often increase, rather than decrease, code smells in a program. Moreover, they did not make a distinction between root-canal and floss refactoring in their analyses. Finally, given the nature and size of their sample, they could not characterize recurring relationships between refactoring and smell types.

Thus, we conduct a longitudinal study that analyzes both the beneficial and negative impact of refactoring changes on the density of smells. We analyze not only if refactoring reduces smells, but also if and to what extent specific types of refactorings are often related to the introduction of new smells. Instead of being limited to the analysis of a few major versions in a few projects, we consider 113,306 versions distributed among 23 open source projects. We classify each refactoring instance according to its interference on the existing and new smells located in the refactored elements. In our study, we classify a given refactoring instance in one of the three cases: (i) positive if the absolute number of smells in the elements decreases after the program transformation; (ii) negative if it increases; or (iii) neutral if it remains the same. This classification is used to analyze whether certain refactoring types tend to improve or decrease the smelly structure of a program. This analysis was also performed in samples of root-canal and floss refactorings.

We identified and analyzed 16,566 refactorings classified in 10 commonly used [22] refactoring types. Thirteen code smell types are used to classify the collected refactorings. These code smell types were selected because they are conceptually associated with the definition of the refactoring types [8], i.e., the definition of each refactoring type is explicitly associated with one or more code smells addressed in our study. Surprisingly, our study revealed that either neutral or negative effects of software refactoring are much more frequent than positive effects. In particular, we derived the following new findings as compared to previous studies.

Refactorings often touch smelly elements, but they are neutral. The aforementioned study [3] found 42% of the refactorings touched smelly elements in their smaller sample. We observed a higher frequency in our sample: approximately 80% of the refactorings touched smelly elements. This frequency was consistent across the majority of the refactoring types. Moreover, 57% of the refactorings are neutral. Surprisingly, even root-canal refactorings often did not reduce the density of code smells in the refactored elements. These findings suggest developers need more guidance to remove a code smell once they start restructuring a smelly element.

Stinky refactorings. We found 33.3% of refactorings are stinky, i.e., they were negative refactorings, which were related to the introduction of new smells. Such refactorings occurred three times more frequently than positive ones. Only 9.7% of refactorings removed smells. We also concluded that more than 95% of refactoring-induced smells were not removed afterwards in successive commits. Stinky refactorings were also surprisingly frequent in root-canal refactorings, i.e., when developers perform pure refactoring. These findings shed light on how refactorings, if intended to improve program structure or not, may degrade the smelly structure of a program. In particular, it seems developers should be at least warned of smells being introduced along root-canal refactorings.

Harmful refactoring-smell patterns. We characterized and quantified recurring patterns related to the beneficial, neutral and harmful effects of specific refactoring types on code smells. Harmful patterns were more frequent than beneficial ones. For instance, refactorings intended at moving methods – such as Move Method and Pull Up Method – tended to induce the emergence of God Class in the target class without removing smells in the source class. The Move Method refactoring induced the emergence of God Classes in 35% of the cases, while the Pull Up Method tended to be related to this smell type in 28% of the cases. Several other types of refactoring were surprisingly often related to smells emerging after the transformation. For instance, the Extract Superclass refactoring creates the Speculative Generality smell in 68% of the cases.

This work is organized as follows: Section 2 provides basic concepts. Section 3 presents the study planning. Sections 4 and 5 present our results. Section 6 describes the threats to validity. Section 7 relates our study with previous work. Section 8 concludes the study.

2 CONCEPTS AND MOTIVATION

A smell is a surface indication that usually corresponds to a deeper structural problem [8, 10, 17, 20, 23]. For instance, a class with several responsibilities is known as God Class. This smell makes the class hard to read, modify and evolve. Let us suppose a Person class that has, amongst many other members, at least three attributes representing two loosely-coupled concepts: person and telephone number. This structure of Person can be considered a God Class. In order to remove this smell, the developer can extract part of the class structure into another class: TelephoneNumber. After this transformation, called Extract Class refactoring, the program no longer has the God Class and still realizes the same functionality. After this refactoring, the number of code smells would be reduced. However, it might be not always the case that refactorings are successful in removing smells. Even worse, a new code smell can be introduced by refactoring. For instance, suppose that a developer tried to generalize the Person class. So, he applied an Extract Superclass refactoring in the Person class, creating its superclass called LivingBeing. However, this generalization was never explored, so the developer created a smell, called Speculative Generality, via refactoring. There has been little effort to characterize these occasions, which happen on a non-ignorable frequency, as we can observe in Section 5.2.

2.1 Refactoring Classification

This section presents a scheme [5] to classify each refactoring instance by computing the number of smells introduced or removed along the refactoring changes. Let \( S = \{s_1, \ldots, s_n\} \) be a set of software projects. Each software \( s \) has a set of versions \( V(s) = \{v_{i1}, \ldots, v_{im}\} \). Each version \( v_i \) has a set of elements \( E(v_i) = \{e_{i1}, \ldots\} \) representing all methods, classes and fields belonging to it. In the previous section, the set \( S = \{PhoneBook\} \) represents a software system, called PhoneBook. This software has two versions
We determine the relationship between each refactoring instance on the removal or addition of a code smell. Moreover, the refactoring classification process can also reveal to what extent and which types of refactorings often increase, rather than decrease, the number of code smells in software projects. This classification enables us to characterize recurring relationships between code smells and refactorings. For instance, if the Move Method refactoring introduces God Class frequently, is possible to infer that there is a pattern governing these two types. We use a threshold-based rule to state a relation between refactoring and smell types as patterns.

Let $K = \{r_1, r_2, \ldots, r_n\}$ be the set of all detected refactorings after analyzing the set $S$. Thus, $K_{rt}$ is the subset of $K$ of refactorings of the type $rt$. The set $K^*_{rt,cs}$ is the $K$ subset composed of refactorings of the type $rt$ that added code smells of type $cs$ in any refactored element, while $K_{rt,cs}$ is the $K$ subset that removed code smells of type $cs$. Finally, $K_{rt,cs}$ is the $K$ subset composed of refactorings of the type $rt$ that satisfies the following conditions: (i) the refactoring was applied in classes or methods containing at least one code smell instance of the type $cs$; and (ii) the refactoring did not remove the instance of the code smell of $cs$ type.

Applied in Smelly Code. $e$ is a smelly element if and only if $CS(e) \neq \emptyset$. Consider $r = \{rt; e\}$. We say $r$ was applied in program elements hosting at least one code smell if any element belonging to $e$ is a smelly element, i.e., $r$ is Applied in Smelly Code if and only if there is a code smell of any type in the refactored elements.

Creational Patterns. The definition of creational pattern between types of code smell and refactoring can be established using the above notation. A creational pattern occurs when a specific refactoring type involves code transformations that often introduces a specific code smell. We define this concept as a threshold-based rule. If $|K_{rt,cs}|/|K_{rt}| \geq \gamma$, is possible to affirm that there is a creational pattern between $rt$ and $cs$. This kind of pattern captures scenarios where developers apply a refactoring and, somehow, end up creating at least one new code smell. Thus, creational patterns represent cases of stinky refactorings.

Removal and Non-Removal Patterns. The definition of removal pattern also lies in a threshold-based rule. If $|K^*_{rt,cs}|/|K_{rt}| \leq \gamma$, we can affirm that there is a removal pattern between $rt$ and $cs$. It means that developers consistently removes instances of $cs$ when performing $rt$ refactorings. We are also interested in studying what types of code smells are commonly present in classes and methods and, somehow, end up remaining in the source code after refactoring. This third type of pattern is called non-removal pattern and it is defined by another threshold-based rule: $|K^*_{rt,cs}|/|K_{rt}| \geq \gamma$.

# 3 STUDY PLANNING

This section presents the study planning.

## 3.1 Research Questions

Software refactoring might interfere in the presence of code smells. As illustrated in Section 2, the number of code refactorings and code smells present in a set $S$ of software were detected. Then, all refactoring instances were classified according to Section 2.1. Also, we divided the refactorings into root-canal and illos refactoring (Section 3.2.3). Let $p$ the number of refactorings classified as positive; $n$ the number of negative refactorings; and $k$ representing the number of neutral refactorings. If $n > p$ and $n > k$, we can state that the application of refactorings are likely increasing the number of code smells of projects. Otherwise, if $p > n$ and $p > k$, the answer to our research question is yes, refactorings tend to remove code smells. Another
possible case is when \( k > p \) and \( k > n \). In this scenario, refactorings would tend to neither introduce nor remove code smells.

It is also important to understand and distinguish the impact of specific refactoring types on code smells. Some types of refactoring might consistently remove (or fail to do so) or even frequently introduce specific smell types across software projects. Section 2.2 defined three categories of possible patterns between types of refactoring and smells. Discovering these patterns is the focus of our second research question:

\[
\text{RQ2: What are the patterns governing types of refactoring and code smells?}
\]

By answering RQ2, we are able to reveal harmful actions made by developers on refactored elements. We detect removal, non-removal and creational patterns by analyzing the impact of refactoring types on smells located in the refactored elements. The knowledge about non-removal and creational patterns make developers informed about the possibilities and risks of missing and introducing certain smells along either root-canal or floss refactorings.

### 3.2 Study Phases

This section presents all phases of the study design.

#### 3.2.1 Phase 1: Selection of Software Projects

The first step of this study is to choose a set \( S \) of software projects to compose the study sample. First, we established GitHub, the world’s largest open source community, as the source of software projects. We focused our analysis on open source projects so that our study could be easily replicated and extended. This study uses 23 GitHub projects that met the following quality criteria: (i) high popularity, i.e., among the projects with most stars; (ii) active issue tracking system, i.e., users actively use the GitHub issue management system for bug reporting and improvement suggestions; (iii) has at least 90% of the code repository effectively written in Java. The full list of selected projects is in Table 1. This table presents the (i) name, (ii) lines of code and (iii) number of commits for each project.

#### 3.2.2 Phase 2: Smell and Refactoring Detection

This phase is in charge of detecting refactorings in all subsequent pairs of versions \( v_i \) and \( v_{i+1} \). It also encompasses the detection of all smells in each version \( v_i \in V(s) \). These activities are described in the following.

**Refactoring Detection.** We choose Refactoring Miner [30, 31] to support the detection of refactoring instances. This tool implements a lightweight version of UMLDiff [33] algorithm for differencing object-oriented models. The precision of 96.4% reported by Tsantalis et al. [31] led to a very low rate of false positives, as confirmed in our validation phase (Section 3.2.4). This tool supports the detection of 11 refactoring types, which are amongst the ones reported by Murphy-Hill et al. [22] as the most common refactoring types. All refactoring types detected by Refactoring Miner were considered in this study, except the Rename Method refactoring. We discarded this refactoring type as it was not directly related to one of the code smells addressed in our study. Refactoring Miner gives us as output a list of refactorings \( R(v_i, v_{i+1}) = \{r_1, \ldots, r_k\} \) as defined before, where \( k \) is the total number of refactorings identified.

**Code Smell Detection.** Code smells are often detected with rule-based strategies [1]. Each strategy is defined based on a set of metrics and thresholds. Therefore, the application of rule-based strategies requires the collection of metrics for all source files in a project. After the collection of metrics, we apply a set of previously defined rules [15, 17] to detect code smells. This procedure is the implementation of CS function defined in Section 2.1. The specific metrics and thresholds for code smell detection were defined in [17, 18]. These rules were used because: (i) they represent refinements of well-known rules proposed by Lanza et al. [15], which are well documented and used in previous studies (e.g., [21, 39]); and (ii) they have, on average, precision of 0.72 and recall of 0.81 [16].

These rules detect five code smells: God Class, Long Method, Feature Envy, Shotgun Surgery and Divergent Change. Table 2 shows examples of rules used to identify code smells. The rules use the following metrics: (i) Lines of Code — LOC; (ii) Coupling Between Objects — CBO; (iii) Number of Methods — NOM; (iv) Cyclomatic Complexity — CC; (v) Lack of Cohesion of Methods — LCOM; (vi) Fan-out — FO; and (vii) Fan-in — FI. We also considered eight additional smell types: Complex Class, Lazy Class, Long Parameter List, Message Chain, Refused Bequest, Spaghetti Code, Speculative Generality, and Class Data should be Private.

The selection of these smell types was due these code smells are very common and tend to be related to design degradation symptoms [17]. Another reason to select these smell types was their direct relation with the most frequent refactoring types [8]. Murphy-Hill et al. [22] reported the refactorings often performed

<table>
<thead>
<tr>
<th>Name</th>
<th>LOC</th>
<th>Commits</th>
</tr>
</thead>
<tbody>
<tr>
<td>alibaba/dubbo</td>
<td>104,267</td>
<td>1,836</td>
</tr>
<tr>
<td>AndroidBootstrap/android-bootstrap</td>
<td>4,180</td>
<td>230</td>
</tr>
<tr>
<td>apache/ant</td>
<td>137,314</td>
<td>13,331</td>
</tr>
<tr>
<td>argouml</td>
<td>177,467</td>
<td>17,654</td>
</tr>
<tr>
<td>elastic/elasticsearch</td>
<td>578,561</td>
<td>23,597</td>
</tr>
<tr>
<td>facebook/facebook-android-sdk</td>
<td>42,801</td>
<td>601</td>
</tr>
<tr>
<td>facebook/fresco</td>
<td>50,779</td>
<td>744</td>
</tr>
<tr>
<td>google/iocsched</td>
<td>40,015</td>
<td>129</td>
</tr>
<tr>
<td>google/j2objc</td>
<td>385,012</td>
<td>2,823</td>
</tr>
<tr>
<td>junit-team/junit4</td>
<td>26,898</td>
<td>2,113</td>
</tr>
<tr>
<td>Netlix/Hystrix</td>
<td>42,399</td>
<td>1,847</td>
</tr>
<tr>
<td>Netlix/SimianArmy</td>
<td>16,577</td>
<td>710</td>
</tr>
<tr>
<td>orhanobut/logger</td>
<td>887</td>
<td>68</td>
</tr>
<tr>
<td>PhilJay/MPAndroidChart</td>
<td>23,060</td>
<td>1,737</td>
</tr>
<tr>
<td>prestodb/presto</td>
<td>350,976</td>
<td>8,056</td>
</tr>
<tr>
<td>realm/realm-java</td>
<td>50,521</td>
<td>5,916</td>
</tr>
<tr>
<td>spring-projects/spring-boot</td>
<td>178,752</td>
<td>8,529</td>
</tr>
<tr>
<td>spring-projects/spring-framework</td>
<td>555,727</td>
<td>12,974</td>
</tr>
<tr>
<td>square/dagger</td>
<td>8,889</td>
<td>696</td>
</tr>
<tr>
<td>square/leakcanary</td>
<td>3,738</td>
<td>265</td>
</tr>
<tr>
<td>square/okhttp</td>
<td>49,739</td>
<td>2,645</td>
</tr>
<tr>
<td>square/retrofit</td>
<td>12,723</td>
<td>1,349</td>
</tr>
<tr>
<td>xerces</td>
<td>140,908</td>
<td>5,456</td>
</tr>
</tbody>
</table>

**Total**

2,982,190 | 113,306
by developers and we analyzed which code smell types these refactorings may intend to remove [8]. Refactoring Miner is capable of detecting the refactoring types that remove these smells.

We implemented a tool to detect all the 13 types of code smells [6]. In addition to the rules presented in Table 2, we also implemented all rules proposed in a recent study [3]. These rules detect the eight additional types of code smells. The complete list of the rules and the tool we implemented are available in our study’s website [4].

<table>
<thead>
<tr>
<th>Code Smell</th>
<th>Detection Rule</th>
</tr>
</thead>
<tbody>
<tr>
<td>God Class</td>
<td>( ([\text{LOC} &gt; \alpha]) \text{ and (CBO} &gt; \beta]) \text{ or} \ \</td>
</tr>
<tr>
<td>Long Method</td>
<td>( ([\text{NOM} &gt; \delta]) \text{ and (CBO} &gt; \beta]) \text{ or} \ \</td>
</tr>
<tr>
<td>Shotgun Surgery</td>
<td>( \text{LOC} &gt; \epsilon \text{ and (CC} &gt; \eta) ) \text{ or} \</td>
</tr>
<tr>
<td>Divergent Change</td>
<td>( \text{FI} &gt; \zeta \text{ and (LCOM} &lt; \zeta) ) \text{ or (CC} &gt; \xi )</td>
</tr>
<tr>
<td>Feature Envy</td>
<td>( \text{FO} &lt; \xi \text{ and (LCOM} &lt; \phi) \text{ or (CC} &gt; \omega) )</td>
</tr>
</tbody>
</table>

Rules for detecting smells play a central role in our study. Thus, we must guarantee that our results are not biased by a single set of detection rules. Different thresholds can lead to different results [7, 11]. Therefore, choices of thresholds can pose a threat to this study. Thus, two sets of thresholds were used to mitigate this menace. The first set, known as tight set, represents the thresholds previously validated in the study by Macia et al. [17]. We named this strategy as tight because it relies on the use of high threshold values aiming to detect only critical code smells across the projects. The second strategy, named as relaxed, uses relaxed thresholds designed to detect as many smells as possible. In addition to the two previously mentioned (tight and relaxed) set of thresholds, we also used the detection rules proposed by Bavota et al. [3].

3.2.3 Phase 3: Refactoring Classification. The objective of the third phase is to classify all refactorings detected in the prior phase. We classified each detected refactoring by observing its interference in the number of code smells. After this classification, it is possible to quantify how frequent refactorings are labeled according to each possible category in our software set S. As mentioned in Section 3.2.1, all projects are Git repositories stored on GitHub servers. The data collection process starts by cloning a Git repository. This study considers as a version every commit in the repository. We skipped merge commits during the analysis since this kind of commit could lead us to compute twice the same refactoring [31]. The algorithm always compares subsequent versions of the projects. Let us suppose a project that has only three commits: 1, 2, and 3. In this project, the R function would be computed for the following pairs: R(1, 2) and R(2, 3). The set V(s) of a Git repository s is the list of all non-merge commits in the master branch ordered chronologically.

Root-Canal vs. Floss Refactoring. There are two tactics of refactoring [22]: (i) root-canal refactoring; and (ii) floss refactoring. During floss refactoring, the programmer uses refactoring as a means to reach a specific end, such as adding a feature or fixing a bug. Root-canal refactoring, in contrast, is used for solely improving code structure and involves a process consisting of exclusive refactoring. In this way, this study comprises a manual inspection of a randomly selected sample of refactorings. In this manual inspection, we evaluate if a refactoring is root-canal or floss. We analyzed manually whether the changes performed during the refactoring do not modify the behavior. We classify a transformation as floss when we identify behavioral changes, such as an addition of methods or changes in a method body not related to refactoring transformations. When no behavioral changes are detected, we classify the refactoring as root-canal. This manual inspection will enable us in revealing the percentage of positive, negative and neutral effects in the context of both root-canal and floss refactorings (Section 4). This inspection was performed by three researchers. Two of them are very experienced refactoring researchers. The most experienced one solved the conflicts. We found that developers apply root-canal refactoring in 31.5% of the cases. The confidence level for this number is 95% with a confidence interval of 5%.

3.2.4 Phase 4: Manual Validation. The last phase is responsible for all data validation. As the first three phases rely on tools to detect refactorings and code smells, there is a threat to validity related to false positives and negatives yielded by these tools. To mitigate this threat, the fourth phase is required. In this phase, a manual procedure was executed in a smaller dataset. A manual validation of each output was made in this phase to ensure the reliability of our data. In this vein, we conduct different data validation activities.

We randomly sampled refactorings from each type to support the analysis. We decided to sample by the 10 refactoring types since the precision of the Refactoring Miner could vary due to the rules implemented in the tool to detect each refactoring type. To ensure an acceptable confidence level in the results, we calculated the sample size of each refactoring type based on a confidence level of 95% and a confidence interval of 5 points. We used such confidence to all sampling activities performed in this study. We recruited ten undergraduate students from another research group to also analyze the samples. The samples were divided into ten disjointed sets, and each student validated a different one. In general, it was observed a high accuracy for each refactoring type, with a mean of 88.36 %. Details can be found in the study’s website [4].

4 REFACTORING AND SMELLS

This section presents and discusses the data used to answer the first research question. The refactoring detection procedure identified 16,566 refactorings. Table 3 presents the refactoring types ordered by the number of their occurrences across the projects analyzed. The first column shows each refactoring type followed by the corresponding number of its occurrences (second column) in all projects analyzed. The most common refactoring type is Extract Method, similarly to a previous study that analyzed refactoring frequencies in other systems [22]. Table 3 confirms most of the other refactoring types also occur frequently in our sample.

Most refactorings touch smelly elements. Before addressing RQ1, we first analyze the frequency of refactoring types that touch smelly elements. Thus, we also compute how many times each type of refactoring was applied in smelly code (Section 2.2). The results are shown in the third column in terms of both absolute number of occurrences and percentages (in brackets). We can observe that developers tend to often apply refactorings in smelly elements of a
When we analyze each individual project, the same classification we found that 31.5% of the refactorings are root-canal. Even when this tactic is applied, refactorings often do not reduce the density of code smells in the refactored elements. These findings suggest developers need more guidance to remove a code smell once they start restructuring a smelly element, i.e., when they perform root-canal refactorings.

### 4.2 Stinky Refactorings

Surprisingly, 33.3% of the refactorings were found to be stinky (Table 3); they are related to an increase of smells in the refactored elements. Moreover, when we analyzed the commits performed after the negative refactorings, we also concluded that more than 95% of refactoring-induced smells were not removed afterwards. Only 9.7% of refactorings removed smells, according to Table 3. Negative refactorings were more frequent than positive refactorings according to our three classification methods presented in Figure 1. Stinky effects are more frequent than positive ones in the context of both root-canal and floss refactorings as well.

Negative refactorings were more frequent than neutral ones in the context of three refactoring types: Extract Method, Extract Superclass and Extract Interface. Interestingly, Extract Method is the most frequent type of refactoring (Table 3). Section 5 discusses different patterns involving this refactoring type. Moreover, the refactorings that involve multiple changes in a class hierarchy, such as Extract Superclass and Extract Interface, tend to be negative. This fact might indicate developers need more guidance on refactoring class hierarchies even in the context of root-canal refactoring.

These results enable us to answer RQ1: refactorings made by developers in real projects often do not remove code smells. On the contrary, most of the refactorings are neutral or stinky. This observation also prevails if we only consider refactorings types that, according to their description in Fowler’s catalog [8], are explicitly associated with specific code smell types addressed in our study. For instance, the mechanics for applying Move Method, Pull Up Method and Move Field refactorings are associated with smells that represented methods or fields that are misplaced. The misplacement of these members are captured by occurrences of either Feature Envy, Divergent Change, Shotgun Surgery or God Class.

Our data suggest that most refactorings do not remove smells even in the context of root-canal refactorings. There are possible interpretations of this finding. First, critical design problems in a program may not be related to code smells. If so, this fact may explain why developers either neglect or introduce code smells.

#### Table 3: The impact of common refactorings types

<table>
<thead>
<tr>
<th>Refactoring Type</th>
<th>Occurrences</th>
<th>Applied in Smelly Code</th>
<th>Neutral</th>
<th>Negative</th>
<th>Positive</th>
</tr>
</thead>
<tbody>
<tr>
<td>Extract Method</td>
<td>7,517</td>
<td>6,411 (85.2%)</td>
<td>2,917 (38.8%)</td>
<td>3,914 (52.1%)</td>
<td>686 (9.1%)</td>
</tr>
<tr>
<td>Move Field</td>
<td>4,356</td>
<td>3,362 (77.1%)</td>
<td>3,784 (86.9%)</td>
<td>438 (10.1%)</td>
<td>134 (3.1%)</td>
</tr>
<tr>
<td>Inline Method</td>
<td>1,528</td>
<td>1,134 (74.2%)</td>
<td>732 (47.9%)</td>
<td>214 (14.0%)</td>
<td>582 (38.1%)</td>
</tr>
<tr>
<td>Move Method</td>
<td>1,404</td>
<td>1,049 (74.7%)</td>
<td>1,008 (71.8%)</td>
<td>297 (21.2%)</td>
<td>99 (7.1%)</td>
</tr>
<tr>
<td>Pull Up Method</td>
<td>629</td>
<td>511 (81.2%)</td>
<td>430 (68.4%)</td>
<td>155 (24.6%)</td>
<td>44 (7.0%)</td>
</tr>
<tr>
<td>Pull Up Field</td>
<td>465</td>
<td>333 (71.6%)</td>
<td>338 (72.7%)</td>
<td>103 (22.2%)</td>
<td>24 (5.2%)</td>
</tr>
<tr>
<td>Extract Superclass</td>
<td>342</td>
<td>131 (38.3%)</td>
<td>89 (26%)</td>
<td>246 (71.9%)</td>
<td>7 (2.0%)</td>
</tr>
<tr>
<td>Extract Interface</td>
<td>133</td>
<td>65 (48.8%)</td>
<td>11 (8.3%)</td>
<td>122 (91.7%)</td>
<td>0 (0%)</td>
</tr>
<tr>
<td>Push Down Method</td>
<td>114</td>
<td>98 (85.9%)</td>
<td>76 (66.7%)</td>
<td>11 (9.6%)</td>
<td>27 (23.7%)</td>
</tr>
<tr>
<td>Push Down Field</td>
<td>78</td>
<td>58 (74.3%)</td>
<td>62 (79.5%)</td>
<td>13 (16.7%)</td>
<td>3 (3.8%)</td>
</tr>
<tr>
<td><strong>Totals</strong></td>
<td>16,566</td>
<td>13,152 (79.4%)</td>
<td>9,447 (57%)</td>
<td>5,513 (33.3%)</td>
<td>1,606 (9.7%)</td>
</tr>
</tbody>
</table>

program. Seven refactoring types have been applied in smelly code elements in more than 70% of the occurrences (Table 3).

One could wonder if many elements are tagged as smelly in the analyzed programs, thereby increasing the probability of refactorings often touching smelly elements. Then, we computed the probability of randomly choosing a smelly element in our dataset (smelly elements/all elements), which is 0.3%. This low probability shows that, in our dataset, refactorings did not target smelly elements by coincidence. Refactorings indeed tend to concentrate on smelly elements, which were confined to a vast minority of the program elements. This behavior was consistently observed for both root-canal and floss refactorings.

#### 4.1 Smell-Neutral Refactorings are Common

The three last columns of Table 3 present respectively the incidence rate of neutral, negative and positive refactorings. Surprisingly, the neutral classification was the most frequent one for 7 refactoring types, namely Move Field, Inline Method, Move Method, Pull Up Method, Pull Up Field, Push Down Method, and Push Down Field. Even though refactorings are frequently applied in smelly elements, they often do not reduce the smells.

The data presented in Table 3 was produced with smell detection strategies based on a set of tight thresholds. To make sure our findings were not biased by this particular set of thresholds, we have also classified the refactorings using relaxed thresholds. Finally, we have also used another set of detection strategies, the same used by Bavota et al. [2]. Figure 1 shows the general proportion of neutral, positive and negative refactorings using all these three classification methods, labeled as Tight, Relaxed and Bavota.

An analysis of Figure 1 confirms there is indeed a general trend: independently of the smell detection strategy, neutral refactorings are much more frequent than positive and negative refactorings. When we analyze each individual project, the same classification distribution is observed, i.e., neutral refactorings represent the vast majority in all the projects. In our manual validation (Section 3.2.3), we found that 31.5% of the refactorings are root-canal. Even when this tactic is applied, refactorings often do not reduce the density of code smells in the refactored elements. These findings suggest developers need more guidance to remove a code smell once they...
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Figure 1: Results of the data collection phase

through refactoring. However, previous studies [17, 23, 24, 38] indicate that design problems are often located in modules containing two or more code smells. Second, similarly to previous studies, we use metrics and thresholds to detect all smells. The proper choice of metrics and thresholds may be sensitive to particular developers [11] and other project-specific factors [7]. As a consequence, our detection of code smells may not reflect what developers truly consider as smells. However, our previous studies involving developers [7, 11] suggest that heuristics used by developers are often not essentially different from smell detection strategies adopted in our study. Our understanding is that refactoring indeed ignores or introduces technical debt in the source code. Finally, it may be the case that our set of studied refactoring types are not among those used by developers to actually remove design problems. Still, it is troublesome that developers introduce smells through refactoring regardless its type and tactic.

5 REFACTORIZING-SMELL PATTERNS

In order to address our second research question, we analyzed what are the patterns emerging from the relationship between refactorings and smells. Section 2.2 defines three categories of such patterns, i.e., removal, non-removal and creational patterns. Section 5.1 focuses on discussing the removal and non-removal patterns, while Section 5.2 discusses the creational (i.e., stinky) patterns.

We will focus on discussing patterns in which more than 15% of the instances of a refactoring type was related to instances of a specific smell type. For these patterns, we inspected all the pattern instances in order to understand what happened in each case. In particular, we also confirmed whether the refactoring was directly related to the removal or introduction of the smell. This was an important step as we had pattern instances occurring in the context of either root-canal refactoring or floss refactoring.

For the non-removal and creational patterns, we also analyzed the lifetime of the prevailing and introduced smells related to the non-removal and creational patterns. We checked if such smells – prevailing or emerging in commits involving one or more refactorings – were either removed or not in subsequent commits. We considered subsequent commits all those ones performed until the last commit of each project. Therefore, we were able to identify precisely when a particular code smell was removed. Our goal was to understand whether the refactoring-related smell was (or not) temporarily prevailing in the code because the developer was planning to remove the smell in the next commits.

5.1 Removal vs. Non-Removal Patterns

Table 4 presents the cases of removal and non-removal patterns observed. They are alphabetically ordered by the refactoring type. Each row represents a removal and/or non-removal pattern involving a pair of refactoring type and smell type. The first column shows the refactoring type, followed by the smell type in the second column. The next two columns present for each refactoring type the percentage of its instances related to the removal (fourth column) or prevalence (third column) of the corresponding code smell. Patterns with an incidence strength higher than 15% are shown in bold. The last column presents the percentage of root-canal refactoring for each pattern. For instance, the first row informs that 37.5% of the Extract Interface refactorings related to God Class, either by non-removal or removal pattern, are root-canal refactoring.

At a first glance, it is already possible to observe there was a much higher incidence of non-removal patterns than removal ones. The percentages of non-removal patterns (third column) are often higher than their removal counterparts. Thus, we can also conclude there are specific types of refactorings tending to consistently affect a particular type of smell. However, those refactorings more frequently are unsuccessful (non-removal) rather than successful (removal) with respect to that particular smell type. For instance, Extract Method refactoring was often targeted at methods hosting a Feature Envy smell. However, as expected, most of those Extract Method refactorings could not remove this smell. Table 4 shows 42.6% (against 11%) of such refactorings touched this smell, but they were not able to eliminate it.

After analyzing these pattern instances, we confirmed that proper action of developers should also include moving (not only extracting) those Feature Envy smells as methods to other classes. However, the vast majority of those extracted methods (higher than 95% of its instances) were neither moved to neighbor classes in subsequent commits. In fact, those (11%) of successful Extract Method refactorings were performed in conjunction with other method-moving refactorings in the same commit, such as Move Method, Pull Up Method or Push Down Method refactorings.

Another interesting observation is that the God Class smell was the most frequent target of removal or non-removal refactorings. In fact, this smell dominates the rows of Table 4. Several refactoring types were often related to changes moving out members from God Class smells. Two of the refactoring types – namely, Move Method (23%) and Move Field (27%) refactorings – were significantly successful in contributing to the removal of a God Class smell within a commit. However, even for these refactoring types, there was higher incidence of non-removal patterns. Table 4 shows 51.3% and 29.4% of Move Method and Move Field refactorings touched God Class smell but were not sufficient to eliminate it, independently if
they were part of root-canal or floss refactorings. Those refactorings were often performed in conjunction with other member-moving refactorings in the same commit, but were not sufficient to remove God Classes. In 99% of the cases, the prevailing God Class smell were not removed in the successive commits either. There were only two refactoring-smell patterns that more predominantly removed (rather than not) the code smell. They were patterns involving the Push Down Method refactoring and Lazy Class smell (52%) and Refused Bequest smell (23%).

We can observe a non-ignorable frequency of root-canal refactorings spread across the patterns in Table 4. Even when the root-canal frequency is as high as 50%, the developers are not able to remove the code smell. Since the refactorings belonging to the patterns could be just the first step towards the code smell removal, we computed the code smells lifetime after the refactoring. In 95% of the cases, the code smells were not removed. This shows that, even when developers refactor purely to improve the code structure (root-canal), they do not succeed in removing the code smells.

Table 4: Removal and non-removal patterns

<table>
<thead>
<tr>
<th>Refactoring</th>
<th>Code Smell</th>
<th>Non-Removal</th>
<th>Removal</th>
<th>Root-Canal</th>
</tr>
</thead>
<tbody>
<tr>
<td>Extract Interface</td>
<td>God Class</td>
<td>20.3%</td>
<td>2%</td>
<td>37.5%</td>
</tr>
<tr>
<td>Extract Method</td>
<td>Divergent Change</td>
<td>34.6%</td>
<td>7%</td>
<td>25%</td>
</tr>
<tr>
<td>Extract Method</td>
<td>Feature Envy</td>
<td>42.6%</td>
<td>11%</td>
<td>28.3%</td>
</tr>
<tr>
<td>Extract Method</td>
<td>God Class</td>
<td>48.6%</td>
<td>0%</td>
<td>26.2%</td>
</tr>
<tr>
<td>Move Field</td>
<td>God Class</td>
<td>29.4%</td>
<td>27%</td>
<td>48%</td>
</tr>
<tr>
<td>Move Method</td>
<td>God Class</td>
<td>51.3%</td>
<td>23%</td>
<td>8.0%</td>
</tr>
<tr>
<td>Pull Up Field</td>
<td>God Class</td>
<td>44.7%</td>
<td>8%</td>
<td>76.1%</td>
</tr>
<tr>
<td>Pull Up Method</td>
<td>God Class</td>
<td>61.3%</td>
<td>10%</td>
<td>2.3%</td>
</tr>
<tr>
<td>Push Down Field</td>
<td>God Class</td>
<td>55.7%</td>
<td>12%</td>
<td>57.1%</td>
</tr>
<tr>
<td>Push Down Method</td>
<td>God Class</td>
<td>54.3%</td>
<td>15%</td>
<td>22.2%</td>
</tr>
<tr>
<td>Push Down Method</td>
<td>Lazy Class</td>
<td>2.6%</td>
<td>52%</td>
<td>11.1%</td>
</tr>
<tr>
<td>Push Down Method</td>
<td>Refused Bequest</td>
<td>9.2%</td>
<td>23%</td>
<td>50%</td>
</tr>
</tbody>
</table>

5.2 Creational Patterns

Interesting data also emerged from creational patterns detected in our dataset. We divided these patterns into three groups [8] considering the purpose of the refactoring type: (i) refactorings targeted at improving generalization; (ii) refactorings responsible for moving features between objects; and (iii) refactorings targeted at restructuring members of a class. The following subsections respectively present and discuss creational patterns involving refactorings in these groups. Table 5 presents all creational patterns found with the same structure presented in Table 4.

5.2.1 Generalization Patterns. Refactorings dealing with generalization were often related to the creation of God Class and Speculative Generality smells. We can observe in Table 5 that Pull Up Method, and Pull Up Field refactorings are related to the creation of God Class smells in 28%, and 61% of the cases, respectively. Extract Superclass refactoring creates the Speculative Generality smell in 68% of the cases, while 34% of the Pull Up Field refactoring instances introduce this same smell in the target superclass. What is more troublesome was the fact that more than 95% of such introduced smells were not removed in successive refactorings.

A typical example of generalization-related creational pattern can be illustrated by the case involving the DefaultProjectListener class from the Xerces project (commit 002901b). The DefaultProjectListener class is the default implementation of a listener that emulates the old ant listener notifications. Extract Superclass refactoring was applied on DefaultProjectListener class, thereby creating the AbstractProjectListener class from it. However, the new abstract class did not seem to justify the refactoring. There was only one class that extended AbstractProjectListener class, i.e. the DefaultProjectListener class itself. Thus, the refactoring created the AbstractProjectListener class with a Speculative Generality smell.

Moreover, this refactoring had another negative consequence on the affected classes as it introduced another code smell. The DefaultProjectListener class overrides all the methods defined on the AbstractProjectListener class. Consequently, the DefaultProjectListener class became affected by a Refused Bequest smell. One of the reasons for this problem is that all the bodies of the methods defined on the AbstractProjectListener class are empty; they do not have any implementation. Ideally, the AbstractProjectListener abstract class should have been instead defined as an interface. Moreover, all these smells were not removed in successive commits, thereby affecting other listener subclasses created latter. Therefore, in this example, the Extract Superclass refactoring is responsible for creating an instance of a generalization-related creational pattern and propagating a smelly structure to other classes.

5.2.2 Feature-Moving Patterns. Refactorings aiming at moving features between objects were also part of our catalog of detected creational patterns. Move Method refactorings were related to the creation of three types of smells. This refactoring created God Class, Complex Class, and Lazy Class smells in 35%, 15%, and 16% of the cases, respectively. Interestingly, this type of refactoring was amongst the most common ones in a previous study [22]. When analyzing all these pattern instances, we confirmed that developers were consistently creating smells through Move Method refactorings in the target classes (i.e. those receiving the moved methods) without removing those smells in the source classes. Again, the vast majority of these introduced smells (more than 98%) prevailed in the successive commits. This observation shows that tooling support should warn developers about the risks related to such recurring creational patterns.

A typical case of creational feature-moving pattern can be illustrated by refactoring changes affecting two classes from the ArgoUML project. The generateMessageNumber method was moved
from the GeneratorDisplay class to the MessageNotationUml class. Before the refactoring, the GeneratorDisplay class had three types of code smells, namely God Class, Complex Class and Refused Bequest smells. On the other hand, the MessageNotationUml class had only one code smell: Refused Bequest. After the refactoring, the MessageNotationUml class received the other three types of code smells that were affecting the GeneratorDisplay class. However, the GeneratorDisplay class continued having the three types of code smells. That is, in addition to introducing code smells in the target class, Move Method refactoring did not remove the code smells from the source class. To make matters worse, Move Method refactoring also introduced a fifth type of code smell that was not affecting any one of the both classes before. It introduced a Spaghetti Code smell since the moved method interacts, through a method call, with an existing method of the MessageNotationUml class that was long (in terms of LOC). This Move Method refactoring instance is a critical one since it is responsible for creating two out of three relevant code smells (God Class and Complex Class smells), and it is also responsible to introduce the Spaghetti Code smell.

5.2.3 Method Extraction Patterns. In the last category, we only found creational patterns involving the Extract Method refactoring. This refactoring type was often related to the creation of two types of smells: Divergent Change smell in 41% of the cases, and Feature Envy smell in 64% of the cases. However, when we analyzed these pattern instances, we observed that most of them occurred in the context of: (i) lasso refactorings, or (ii) composite root-canal refactorings. Therefore, Extract Method refactoring was often not the only factor potentially contributing to the emergence of those code smells. Still, the high incidence of such creational patterns may warn developers that Extract Method refactorings should be often followed by Move Method refactorings in order to eliminate possibly prevailing Feature Envy or Divergent Change smells.

The FixCRLF class from the Apache Ant project had the Complex Class smell. Also, the execute method from this class had two code smells, namely Feature Envy and Long Method smells. This method had two functionalities: executing a scanning task on a source code folder and processing files found in the folder. Through the Extracted Method refactoring, the execute method was split into a second method called processFile. After the refactoring, the execute method had only the Feature Envy smell while the processFile method kept both smells: Feature Envy and Long Method smells. However, it was also introduced a Divergent Change smell in the processFile method. Furthermore, it was introduced another code smell in the FixCRLF class. After the refactoring, it also had a Spaghetti Code smell. In this example, the Extracted Method refactoring was responsible for creating an instance of a method extraction pattern. Also, this refactoring contributed to introduce a code smell at class level, Spaghetti Code, which did not exist in the class before the refactoring, and together with the Complex Class smell, they can decrease the reusability of the system.

Table 5 presents the percentage of root-canal refactorings for each creational pattern. Considering all instances involved in those patterns, 26.5% are root-canal refactorings. This is an alarming rate. Developers introduce smells when refactoring even when they are performing solely structural-improvement activities. To make the matter worse, this behavior occurs consistently between specific refactoring-smell pairs. This non-tolerable rate presented indicates developers might need proper support during refactoring to avoid structural degradation even when they, clearly, want to improve the structure via root-canal refactoring.

6 THREATS TO VALIDITY

Internal Validity. The data collection using the Refactoring Miner represents a threat to internal validity because it may find false positives. To minimize this threat and check the tool’s precision, we randomly select a sample of 2,584 refactorings and manually validate them. Section 3.2.4 presents the procedure used to estimate the precision of this tool in our dataset. We observed a high precision for each refactoring type, with a median of 88.36%. The precision found in all refactoring types are close to the standard deviation (7.73). By applying the Grubb outlier test (alpha=0.05) we could not find any outlier, indicating that no refactoring type is strongly influencing the median precision found. Thus, the results found in the sample analyzed represent a key factor to provide confidence in the results reported in this work.

We could not reach the developers to ask their intentions (root-canal or floss) in all refactorings detected. Therefore, we performed a manual validation analysis to check whether each refactoring instance was part of a root-canal or floss refactoring. This manual validation also represents a threat to internal validity. To mitigate this threat, part of the sample was validated by two researchers. The third researcher solved cases of conflict.

External Validity. The selection of subjects in empirical studies is a recurrent external threat to validity. We mitigate this threat by establishing a process to sample a set of valid projects randomly from GitHub. As a result, we yield relevant Java projects with an interesting diversity of structure and size. Moreover, we also included in the sample the three projects used by Bavota et al. [3], so that we could contrast our findings with theirs (Section 7).

7 RELATED WORK

Elements touched by refactoring. Bavota et al. [3] mined the evolution history of 3 Java open source projects to investigate if refactorings occur on code elements that certain indicators suggest a need for refactoring. Their considered indicators include structural quality metrics and the presence of smells. They also measure the effectiveness of refactorings regarding their ability to remove smells. According to their results, quality metrics do not show a clear relationship with refactoring and 42% of the refactorings are applied on smelly elements, in which only 7% of them remove smells. Different from Bavota et al., our results indicate that most of the refactorings (80%) are performed in elements with code smells, in which 9.7% of them remove smells and 33.3% induce new smells.

The procedure that we followed may explain why our results differ from the one presented by Bavota et al. We collected refactorings between commits while they collected refactorings using only the projects’ major versions. Usually, between two major versions, developers perform significant changes in the source code structure. Therefore, they probably missed refactorings when they followed this procedure since refactorings might be hidden or unidentifiable. In our study, we mitigate this threat by collecting the refactorings between consecutive commits. In summary, our study
we analyzed 23 projects while they analyzed only 3. Second, we
ovation of the developers is unknown, we actually observed a similar
Java projects in the GitHub repository. Then, they asked develop-
are neutrals. Only 2.24% of refactoring were positive, and 2.66%
distributed in 11 different types. Surprisingly, 95.1% of refactorings
are frequent: refactorings are related to the introduction of code
introducing commits were tagged as refactoring. However, our
improves several aspects of the study reported by Bavota et al. First, we
analyzed 23 projects while they analyzed only 3. Second, we
collected refactorings in consecutive commits. Third, we used a
refactoring detection tool (Refactoring Miner [31]) with a good pre-
cision rather than the well-known Ref-Finder’s low precision [28].
In addition, we evaluated if and when refactorings are stinky by
introducing new smells in the context of both root-canal and floss
refactoring. We have also characterized refactoring-smell patterns.

Motivations to refactor. Our data showed that most of refac-
torings (80%) touch smelly elements. Even though the specific mo-
vation of the developers is unknown, we actually observed a similar
behavior when developers apply both root-canal and floss refac-
toring. Mainly in the former case, one would expect developers
explicitly intend to improve code structure. Regarding developers’
motivation, Silva et al. [27] investigated the reasons that drive de-
velopers to refactor their code. They identified refactorings on 748
Java projects in the GitHub repository. Then, they asked develop-
ers why they performed the identified refactorings. Their results
indicate that fixing a bug or changing the requirements, such as
feature additions, mainly drives refactorings. Their results show
that the refactored code may contain code smells, although devel-
opers did not mention it explicitly as the intention to refactor. On
the other hand, the study of Yamashita & Moonen [37] reports that
developers often consider smells as critical.

Benefits to refactor. Kim et al. [14] conducted a three-folded
investigation at Microsoft about refactoring through a survey, in-
terviews, and data analysis of the Windows version history. Their
results indicate that the refactoring in practice seems to differ from
the rigorous definition of behavior-preservation transformation
found in the literature [8]. This result provides us an additional
support to investigate floss refactorings since developers also per-
form non-behavior-preservation transformations while refactoring.
The survey participants also reported the benefits they have ob-
served from refactoring. The two most cited benefits were improved
readability and maintainability. Although the participants did not
mention code smells, the presence of code smells affects negatively
the two benefits they claim they want to achieve [12, 34, 38].

Introduction of code smells. Tufano et al. [32] investigated the
circumstances that led to the introduction of smells, not specifi-
cally in the context of software refactoring. The authors analyzed
issues and tags associated with commits that introduced smells
on open source projects. Their results indicate that most of code
smells are introduced during enhancement activities (between 60%
and 66%). They also found that between 4% and 11% of the smell-
introducing commits were tagged as refactoring. However, our
study goes beyond: our findings indicate that stinky refactorings
are frequent: refactorings are related to the introduction of code
smells in 33.3% of the cases. We also characterized and quantified
typical refactoring-smell patterns, and observed that certain stinky
patterns are very frequent.

Negative refactorings. We conducted a preliminary study [5]
that analyzes how often the commonly-used refactoring types affect
the density of 5 types of smells along the version histories of 25
projects. Our findings are based on the analysis of 2,635 refactorings
distributed in 11 different types. Surprisingly, 95.1% of refactorings
are neutrals. Only 2.24% of refactoring were positive, and 2.66%
negatives. Our new results show that negative refactorings are
much more frequent. This discrepancy between the studies can be
explained by the nature of the projects. In the preliminary study,
we considered only small projects with fewer developers.

8 CONCLUSIONS
We conducted a study aiming to understand the relationship be-
tween refactorings and code smells in 23 projects. First, we have
observed that although refactorings touch smelly elements, they are
often smell-neutral. Second, stinky refactorings occur more often
than positive refactorings. Stinky refactorings were also surpris-
ingly frequent in root-canal refactorings, i.e., when developers are
solely focused on improving the program structure. These findings
suggest developers need more guidance to fully remove a code
smell once they restructure a smelly element.

In order to better guide developers, we have investigated which
recurring refactoring-smell pairs tend to produce stinky, neutral or
positive effects. We achieved this goal by revealing and characteriz-
ing removal, non-removal and creational patterns. We found a wide
range of creational and non-removal patterns, which were much
more frequent than positive patterns. Extract Method is a refac-
toring type frequently involved in both stinky and non-removal
patterns. Moreover, we decomposed creational patterns in three
groups. The first group included refactorings dealing with general-
zation: they were often related to the creation of God Class
and Speculative Generality smells. The second group represents
feature-moving refactorings, which induced the creation of God
Class, Complex Class, and Lazy Class smells. Finally, the last group
comprises the Extract Method refactorings, which were related to
the creation of Divergent Change and Feature Envy smells.

The aforementioned findings can help practitioners and tool
engineers. Practitioners using refactoring are now better informed
of when they may typically introduce neutral or stinky refactorings
in their programs. Moreover, a refactoring assistance tool can be
built in order to: (i) detect when developers performed refactoring
in a commit, and (ii) depending on the refactoring characteristics
(e.g. occurrence of a root-canal refactoring), immediately produce
warnings or recommendations for the developer. For example, a
refactoring assistant could warn developers of an emerging God
Class (related to a stinky refactoring) and suggest her to move the
class member to a more appropriate class.
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